BCT LAB RECORD

1)Brave browser

2)Mata mask installation

Account creation

12 phrase key

3)After account have details of a) public key

b) private key

c) send money

d) buy

4) Installation of node js

**install Node.js**

Checking installed file like **node -v.**

Checking npm (node package manager)version(default installed file) using command **npm -v**

5)configure npm by using command **npm init**

npm(node package manager)

6)web3 installation

Using command **npm install web3**

7) Folder and file creation

Using commands **mkdir myproject (folder name)**

For enter into folder **cd myproject**

8) for file creation and editing using **vi filename.js** for windows **Notepad filename.txt**

For enter into file ----🡪**I + enter**

exit the file using ----🡪**esc +: wq** (for save and quit)

9)Execution of file using **node filename.js**

const { Web3 } = require("web3");

const { ETH\_DATA\_FORMAT, DEFAULT\_RETURN\_FORMAT } = require("web3");

async function main() {

  // Configuring the connection to an Ethereum node

  const web3 = new Web3(

    new Web3.providers.HttpProvider(

      "https://sepolia.infura.io/v3/35c2b7c8ecc6493cb073943d1bb7d15a" //add your api key

    )

  );

  const latestBlock = await web3.eth.getBlock("latest");

  const baseFeePerGas = latestBlock.baseFeePerGas;

  const maxFeePerGas =

    BigInt(baseFeePerGas) + BigInt(web3.utils.toWei("2", "gwei"));

  // Creating a signing account from a private key

  const signer = web3.eth.accounts.privateKeyToAccount(

    "45e8183d1609d34a0008ed95b6ec625c07ffbe46aa593a52c2051806163a0874"

  ); //add your private

  web3.eth.accounts.wallet.add(signer);

  await web3.eth

    .estimateGas(

      {

        from: signer.address,

        to: "0x1328b19533f4bA383c5721845c4478b3B4e7A388", //Add recipient\_address

        value: web3.utils.toWei("0.0001", "ether"),

      },

      "latest",

      ETH\_DATA\_FORMAT

    )

    .then((value) => {

      limit = value;

    });

  // Creating the transaction object

  const tx = {

    from: signer.address,

    to: "0x1328b19533f4bA383c5721845c4478b3B4e7A388",

    value: web3.utils.toWei("0.001", "ether"), // change AMOUNT to send

    gas: limit,

    nonce: await web3.eth.getTransactionCount(signer.address),

    maxPriorityFeePerGas: web3.utils.toWei("2", "gwei"),

    maxFeePerGas: maxFeePerGas.toString(),

    chainId: 11155111,

    type: 0x2,

  };

  signedTx = await web3.eth.accounts.signTransaction(tx, signer.privateKey);

  console.log("Raw transaction data: " + signedTx.rawTransaction);

  // Sending the transaction to the network

  const receipt = await web3.eth

    .sendSignedTransaction(signedTx.rawTransaction)

    .once("transactionHash", (txhash) => {

      console.log(`Mining transaction ...`);

      console.log(`https://sepolia.etherscan.io/tx/${txhash}`);

    });

  // The transaction is now on chain!

  console.log(`Mined in block ${receipt.blockNumber}`);

}

main();

const { Web3 } = require("web3");

const web3 = new Web3(

  "https://mainnet.infura.io/v3/9ef65ae1fe6c4c68b0a842493dfadeba"

);

// web3.eth.getBlockNumber().then(console.log);

const ganacheUrl = "HTTP://127.0.0.1:7545";

web3.eth.net

  .getId()

  .then((networkId) => {

    console.log("Connected to network ID:", networkId);

  })

  .catch((error) => {

    console.log("Connected to network ID:", networkId);

  })

  .catch((error) => {

    console.error("Error connecting to Ganache:", error);

  });

const accountAddress = "0xbc14dDeCD661d9de02ba1320d0C6204eB0BC160F";

web3.eth.getBalance(accountAddress).then((balance) => {

    console.log(

      "Account balance:",

      web3.utils.fromWei(balance, "ether"),

      "ETH"

    );

  })

  .catch((error) => {

    console.error("Error fetching balance:", error);

  });

Using Web3.js to Interact with Smart Contracts.

* Make sure you have web3 installed and install truffle and verify installation.

Install command:

npm install -g truffle

check:

truffle version

* Create a new folder and initialize truffule

mkdir MyTruffleProject

cd MyTruffleProject

truffle init

* We get to see truffle-config.js  
  In that uncomment the following part and make the required changes  
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Description automatically generated](data:image/png;base64,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)

* Create a solidity file which will be your contract and put in MyTruffleProject/contracts

SimpleStorage.sol:

// SPDX-License-Identifier: MIT

pragma solidity ^0.8.0;

contract SimpleStorage {

uint256 public storedData;

function set(uint256 x) public {

storedData = x;

}

function get() public view returns (uint256) {

return storedData;

}

}

* Compile the file using the following command

sudo truffle compile for windows truffle compile

* In MyTruffleProject/migrations create a file “2\_deploy\_contracts.js” with following code.  
  2\_deploy\_contracts.js:  
  const SimpleStorage = artifacts.require("SimpleStorage");

module.exports = function (deployer) {

deployer.deploy(SimpleStorage);

};

* Deploy contracts using the following command in parent directory  
  truffle migrate --network development
* Now create a ‘.js’ file in MyTruffleProject Folder with the following code  
  testContract.js :  
  const {Web3} = require('web3');

const web3 = new Web3('http://127.0.0.1:7545'); // Ganache RPC server address

// Get the contract ABI and address from the build files

const contractABI = /\* ABI generated by Truffle \*/;

const contractAddress = /\* Deployed contract address \*/;

const simpleStorage = new web3.eth.Contract(contractABI, contractAddress);

// Interact with the contract

async function interactWithContract() {

const accounts = await web3.eth.getAccounts();

const receipt = await simpleStorage.methods.set(42).send({ from: accounts[0] });

console.log('Transaction receipt:', receipt);

const value = await simpleStorage.methods.get().call();

console.log('Stored value:', value);

}

interactWithContract();

* You can find the ABI in MyTruffleProject/Build/SimpleStorage.json
* Change the contractAddress to the address you got while compiled in quotes
* Run using the command node testContract.js

fn main(){

    print!("hello");

}

fn main()

{

    let x:i32 = 5;

    let y:f32 = 6.14;

    let z:char = 'a';

    let a:bool = true;

    let b:bool = false;

    let name:&str = "Lokesh";

    println!("Integer:{}",x);

    println!("Float:{}",y);

    println!("Character:{}",z);

    println!("Boolean:{}",a);

    println!("Boolean:{}",b);

    println!("String:{}",name);

}

fn main()

{

    let age:i32 = 20;

    let height:f32 = 5.9;

    let name:&str = "Lokesh";

    println!("Age:{},name:{},height:{}",age,name,height);

    println!("Binary: {:b}, Hex: {:x}, Octal: {:o}", age, age, age);

}

use std::io;

fn main() {

    // Prompt the user for the first number

    println!("Enter the first number:");

    let mut first\_number = String::new();

    io::stdin().read\_line(&mut first\_number).expect("Failed to read line");

    let first\_number: f64 = first\_number.trim().parse().expect("Invalid input");

    // Prompt the user for the second number

    println!("Enter the second number:");

    let mut second\_number = String::new();

    io::stdin().read\_line(&mut second\_number).expect("Failed to read line");

    let second\_number: f64 = second\_number.trim().parse().expect("Invalid input");

    // Perform arithmetic operations

    let sum = first\_number + second\_number;

    let difference = first\_number - second\_number;

    let product = first\_number \* second\_number;

    let quotient = first\_number / second\_number;

    // Display the results

    println!("Sum: {}", sum);

    println!("Difference: {}", difference);

    println!("Product: {}", product);

    println!("Quotient: {}", quotient);

}

fn main() {

    let a: u8 = 0b1100;

    let b: u8 = 0b1010;

    println!("Bitwise AND: {:08b}", a & b);

    println!("Bitwise OR: {:08b}", a | b);

    println!("Bitwise XOR: {:08b}", a ^ b);

    println!("Bitwise NOT: {:08b}", !a);

    println!("Left shift: {:08b}", a << 1);

    println!("Right shift: {:08b}", a >> 1);

    let x = true;

    let y = false;

    println!("Logical AND: {}", x && y);

    println!("Logical OR: {}", x || y);

    println!("Logical NOT: {}", !x);

}

fn main()

{

    let mut x:i32 = 5;

    let mut y:i32 = 6;

    println!("before swapping x={},y = {}",x,y);

    x = x + y;

    y = x-y;

    x = x - y;

    println!("After swapping x={},y = {}",x,y);

}

use std::io;

#[derive(Debug)]

struct Person {

    name: String,

    age: u32,

}

fn main() {

    // Tuple components

    let mut int\_input = String::new();

    let mut float\_input = String::new();

    let mut string\_input = String::new();

    let mut arr = [0; 3];

    let mut name\_input = String::new();

    let mut age\_input = String::new();

    // Input for integer

    println!("Enter an integer:");

    io::stdin().read\_line(&mut int\_input).expect("Failed to read line");

    let int\_value: i32 = int\_input.trim().parse().expect("Please enter a valid integer");

    // Input for float

    println!("Enter a float:");

    io::stdin().read\_line(&mut float\_input).expect("Failed to read line");

    let float\_value: f64 = float\_input.trim().parse().expect("Please enter a valid float");

    // Input for array

    println!("Enter 3 integers for the array:");

    for i in 0..3 {

        let mut input = String::new();

        io::stdin().read\_line(&mut input).expect("Failed to read line");

        arr[i] = input.trim().parse().expect("Please enter a valid number");

    }

    // Input for string

    println!("Enter a string:");

    io::stdin().read\_line(&mut string\_input).expect("Failed to read line");

    let string\_value = string\_input.trim().to\_string();

    // Input for struct

    println!("Enter a name for the struct:");

    io::stdin().read\_line(&mut name\_input).expect("Failed to read line");

    let name = name\_input.trim().to\_string();

    println!("Enter an age for the struct:");

    io::stdin().read\_line(&mut age\_input).expect("Failed to read line");

    let age: u32 = age\_input.trim().parse().expect("Please enter a valid age");

    let person = Person { name, age };

    // Create the tuple

    let tuple = (int\_value, float\_value, arr, string\_value, person);

    // Print the tuple

    println!("Tuple: {:?}", tuple);

    println!("Struct inside tuple: Name = {}, Age = {}", tuple.4.name, tuple.4.age);

}

fn main() {

    // Example of a loop

    let mut count = 0;

    loop {

        println!("Count: {}", count);

        count += 1;

        if count >= 5 {

            break;

        }

    }

    // Example of a while loop

    let mut num = 0;

    while num < 3 {

        println!("Number: {}", num);

        num += 1;

    }

    // Example of a for loop

    let numbers = [1, 2, 3, 4, 5];

    for number in numbers.iter() {

        println!("Number: {}", number);

    }

    // Example of a conditional loop

    let mut i = 0;

    loop {

        if i % 2 == 0 {

            println!("Even number: {}", i);

        } else {

            println!("Odd number: {}", i);

        }

        i += 1;

        if i >= 5 {

            break;

        }

    }

}